![Graphical user interface, application

Description automatically generated](data:image/png;base64,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)

![Graphical user interface, application, Word

Description automatically generated](data:image/png;base64,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)

BundleConfig.cs

using System.Web;

using System.Web.Optimization;

namespace MVCDemo05Books

{

public class BundleConfig

{

// For more information on bundling, visit https://go.microsoft.com/fwlink/?LinkId=301862

public static void RegisterBundles(BundleCollection bundles)

{

bundles.Add(new ScriptBundle("~/bundles/jquery").Include(

"~/Scripts/jquery-{version}.js"));

bundles.Add(new ScriptBundle("~/bundles/jqueryval").Include(

"~/Scripts/jquery.validate\*"));

// Use the development version of Modernizr to develop with and learn from. Then, when you're

// ready for production, use the build tool at https://modernizr.com to pick only the tests you need.

bundles.Add(new ScriptBundle("~/bundles/modernizr").Include(

"~/Scripts/modernizr-\*"));

bundles.Add(new ScriptBundle("~/bundles/bootstrap").Include(

"~/Scripts/bootstrap.js"));

bundles.Add(new StyleBundle("~/Content/css").Include(

"~/Content/bootstrap.css",

"~/Content/site.css"));

}

}

}

FilterConfig.cs

using System.Web;

using System.Web.Mvc;

namespace MVCDemo05Books

{

public class FilterConfig

{

public static void RegisterGlobalFilters(GlobalFilterCollection filters)

{

filters.Add(new HandleErrorAttribute());

}

}

}

IdetityConfig.cs

using System;

using System.Collections.Generic;

using System.Data.Entity;

using System.Linq;

using System.Security.Claims;

using System.Threading.Tasks;

using System.Web;

using Microsoft.AspNet.Identity;

using Microsoft.AspNet.Identity.EntityFramework;

using Microsoft.AspNet.Identity.Owin;

using Microsoft.Owin;

using Microsoft.Owin.Security;

using MVCDemo05Books.Models;

namespace MVCDemo05Books

{

public class EmailService : IIdentityMessageService

{

public Task SendAsync(IdentityMessage message)

{

// Plug in your email service here to send an email.

return Task.FromResult(0);

}

}

public class SmsService : IIdentityMessageService

{

public Task SendAsync(IdentityMessage message)

{

// Plug in your SMS service here to send a text message.

return Task.FromResult(0);

}

}

// Configure the application user manager used in this application. UserManager is defined in ASP.NET Identity and is used by the application.

public class ApplicationUserManager : UserManager<ApplicationUser>

{

public ApplicationUserManager(IUserStore<ApplicationUser> store)

: base(store)

{

}

public static ApplicationUserManager Create(IdentityFactoryOptions<ApplicationUserManager> options, IOwinContext context)

{

var manager = new ApplicationUserManager(new UserStore<ApplicationUser>(context.Get<ComputerDbContext>()));

// Configure validation logic for usernames

manager.UserValidator = new UserValidator<ApplicationUser>(manager)

{

AllowOnlyAlphanumericUserNames = false,

RequireUniqueEmail = true

};

// Configure validation logic for passwords

manager.PasswordValidator = new PasswordValidator

{

RequiredLength = 6,

RequireNonLetterOrDigit = false,

RequireDigit = false,

RequireLowercase = false,

RequireUppercase = true,

};

// Configure user lockout defaults

manager.UserLockoutEnabledByDefault = true;

manager.DefaultAccountLockoutTimeSpan = TimeSpan.FromMinutes(5);

manager.MaxFailedAccessAttemptsBeforeLockout = 5;

// Register two factor authentication providers. This application uses Phone and Emails as a step of receiving a code for verifying the user

// You can write your own provider and plug it in here.

manager.RegisterTwoFactorProvider("Phone Code", new PhoneNumberTokenProvider<ApplicationUser>

{

MessageFormat = "Your security code is {0}"

});

manager.RegisterTwoFactorProvider("Email Code", new EmailTokenProvider<ApplicationUser>

{

Subject = "Security Code",

BodyFormat = "Your security code is {0}"

});

manager.EmailService = new EmailService();

manager.SmsService = new SmsService();

var dataProtectionProvider = options.DataProtectionProvider;

if (dataProtectionProvider != null)

{

manager.UserTokenProvider =

new DataProtectorTokenProvider<ApplicationUser>(dataProtectionProvider.Create("ASP.NET Identity"));

}

return manager;

}

}

// Configure the application sign-in manager which is used in this application.

public class ApplicationSignInManager : SignInManager<ApplicationUser, string>

{

public ApplicationSignInManager(ApplicationUserManager userManager, IAuthenticationManager authenticationManager)

: base(userManager, authenticationManager)

{

}

public override Task<ClaimsIdentity> CreateUserIdentityAsync(ApplicationUser user)

{

return user.GenerateUserIdentityAsync((ApplicationUserManager)UserManager);

}

public static ApplicationSignInManager Create(IdentityFactoryOptions<ApplicationSignInManager> options, IOwinContext context)

{

return new ApplicationSignInManager(context.GetUserManager<ApplicationUserManager>(), context.Authentication);

}

}

}

RouteConfig.cs

using System;

using System.Collections.Generic;

using System.Linq;

using System.Web;

using System.Web.Mvc;

using System.Web.Routing;

namespace MVCDemo05Books

{

public class RouteConfig

{

public static void RegisterRoutes(RouteCollection routes)

{

routes.IgnoreRoute("{resource}.axd/{\*pathInfo}");

routes.MapRoute(

name: "Default",

url: "{controller}/{action}/{id}",

defaults: new { controller = "Home", action = "Index", id = UrlParameter.Optional }

);

}

}

}

Startup.Auth.cs

using System;

using Microsoft.AspNet.Identity;

using Microsoft.AspNet.Identity.Owin;

using Microsoft.Owin;

using Microsoft.Owin.Security.Cookies;

using Microsoft.Owin.Security.Google;

using Owin;

using MVCDemo05Books.Models;

namespace MVCDemo05Books

{

public partial class Startup

{

public void ConfigureAuth(IAppBuilder app)

{

app.CreatePerOwinContext(ComputerDbContext.Create);

app.CreatePerOwinContext<ApplicationUserManager>(ApplicationUserManager.Create);

app.CreatePerOwinContext<ApplicationSignInManager>(ApplicationSignInManager.Create);

app.UseCookieAuthentication(new CookieAuthenticationOptions

{

AuthenticationType = DefaultAuthenticationTypes.ApplicationCookie,

LoginPath = new PathString("/Account/Login"),

Provider = new CookieAuthenticationProvider

{

OnValidateIdentity = SecurityStampValidator.OnValidateIdentity<ApplicationUserManager, ApplicationUser>(

validateInterval: TimeSpan.FromMinutes(30),

regenerateIdentity: (manager, user) => user.GenerateUserIdentityAsync(manager))

}

});

app.UseExternalSignInCookie(DefaultAuthenticationTypes.ExternalCookie);

app.UseTwoFactorSignInCookie(DefaultAuthenticationTypes.TwoFactorCookie, TimeSpan.FromMinutes(5));

app.UseTwoFactorRememberBrowserCookie(DefaultAuthenticationTypes.TwoFactorRememberBrowserCookie);

}

}

}

AccountController

using System;

using System.Globalization;

using System.Linq;

using System.Security.Claims;

using System.Threading.Tasks;

using System.Web;

using System.Web.Mvc;

using Microsoft.AspNet.Identity;

using Microsoft.AspNet.Identity.Owin;

using Microsoft.Owin.Security;

using MVCDemo05Books.Models;

namespace MVCDemo05Books.Controllers

{

[Authorize]

public class AccountController : Controller

{

private ApplicationSignInManager \_signInManager;

private ApplicationUserManager \_userManager;

public AccountController()

{

}

public AccountController(ApplicationUserManager userManager, ApplicationSignInManager signInManager )

{

UserManager = userManager;

SignInManager = signInManager;

}

public ApplicationSignInManager SignInManager

{

get

{

return \_signInManager ?? HttpContext.GetOwinContext().Get<ApplicationSignInManager>();

}

private set

{

\_signInManager = value;

}

}

public ApplicationUserManager UserManager

{

get

{

return \_userManager ?? HttpContext.GetOwinContext().GetUserManager<ApplicationUserManager>();

}

private set

{

\_userManager = value;

}

}

//

// GET: /Account/Login

[AllowAnonymous]

public ActionResult Login(string returnUrl)

{

ViewBag.ReturnUrl = returnUrl;

return View();

}

//

// POST: /Account/Login

[HttpPost]

[AllowAnonymous]

[ValidateAntiForgeryToken]

public async Task<ActionResult> Login(LoginViewModel model, string returnUrl)

{

if (!ModelState.IsValid)

{

return View(model);

}

// This doesn't count login failures towards account lockout

// To enable password failures to trigger account lockout, change to shouldLockout: true

var result = await SignInManager.PasswordSignInAsync(model.Email, model.Password, model.RememberMe, shouldLockout: false);

switch (result)

{

case SignInStatus.Success:

return RedirectToLocal(returnUrl);

case SignInStatus.LockedOut:

return View("Lockout");

case SignInStatus.RequiresVerification:

return RedirectToAction("SendCode", new { ReturnUrl = returnUrl, RememberMe = model.RememberMe });

case SignInStatus.Failure:

default:

ModelState.AddModelError("", "Invalid login attempt.");

return View(model);

}

}

//

// GET: /Account/VerifyCode

[AllowAnonymous]

public async Task<ActionResult> VerifyCode(string provider, string returnUrl, bool rememberMe)

{

// Require that the user has already logged in via username/password or external login

if (!await SignInManager.HasBeenVerifiedAsync())

{

return View("Error");

}

return View(new VerifyCodeViewModel { Provider = provider, ReturnUrl = returnUrl, RememberMe = rememberMe });

}

//

// POST: /Account/VerifyCode

[HttpPost]

[AllowAnonymous]

[ValidateAntiForgeryToken]

public async Task<ActionResult> VerifyCode(VerifyCodeViewModel model)

{

if (!ModelState.IsValid)

{

return View(model);

}

// The following code protects for brute force attacks against the two factor codes.

// If a user enters incorrect codes for a specified amount of time then the user account

// will be locked out for a specified amount of time.

// You can configure the account lockout settings in IdentityConfig

var result = await SignInManager.TwoFactorSignInAsync(model.Provider, model.Code, isPersistent: model.RememberMe, rememberBrowser: model.RememberBrowser);

switch (result)

{

case SignInStatus.Success:

return RedirectToLocal(model.ReturnUrl);

case SignInStatus.LockedOut:

return View("Lockout");

case SignInStatus.Failure:

default:

ModelState.AddModelError("", "Invalid code.");

return View(model);

}

}

//

// GET: /Account/Register

[AllowAnonymous]

public ActionResult Register()

{

return View();

}

//

// POST: /Account/Register

[HttpPost]

[AllowAnonymous]

[ValidateAntiForgeryToken]

public async Task<ActionResult> Register(RegisterViewModel model)

{

if (ModelState.IsValid)

{

var user = new ApplicationUser { UserName = model.Email, FirstName = model.FirstName, LastName = model.LastName, Phone = model.Phone, Email = model.Email };

var result = await UserManager.CreateAsync(user, model.Password);

if (result.Succeeded)

{

await SignInManager.SignInAsync(user, isPersistent:false, rememberBrowser:false);

// For more information on how to enable account confirmation and password reset please visit https://go.microsoft.com/fwlink/?LinkID=320771

// Send an email with this link

// string code = await UserManager.GenerateEmailConfirmationTokenAsync(user.Id);

// var callbackUrl = Url.Action("ConfirmEmail", "Account", new { userId = user.Id, code = code }, protocol: Request.Url.Scheme);

// await UserManager.SendEmailAsync(user.Id, "Confirm your account", "Please confirm your account by clicking <a href=\"" + callbackUrl + "\">here</a>");

return RedirectToAction("Index", "Home");

}

AddErrors(result);

}

// If we got this far, something failed, redisplay form

return View(model);

}

//

// GET: /Account/ConfirmEmail

[AllowAnonymous]

public async Task<ActionResult> ConfirmEmail(string userId, string code)

{

if (userId == null || code == null)

{

return View("Error");

}

var result = await UserManager.ConfirmEmailAsync(userId, code);

return View(result.Succeeded ? "ConfirmEmail" : "Error");

}

//

// GET: /Account/ForgotPassword

[AllowAnonymous]

public ActionResult ForgotPassword()

{

return View();

}

//

// POST: /Account/ForgotPassword

[HttpPost]

[AllowAnonymous]

[ValidateAntiForgeryToken]

public async Task<ActionResult> ForgotPassword(ForgotPasswordViewModel model)

{

if (ModelState.IsValid)

{

var user = await UserManager.FindByNameAsync(model.Email);

if (user == null || !(await UserManager.IsEmailConfirmedAsync(user.Id)))

{

// Don't reveal that the user does not exist or is not confirmed

return View("ForgotPasswordConfirmation");

}

// For more information on how to enable account confirmation and password reset please visit https://go.microsoft.com/fwlink/?LinkID=320771

// Send an email with this link

// string code = await UserManager.GeneratePasswordResetTokenAsync(user.Id);

// var callbackUrl = Url.Action("ResetPassword", "Account", new { userId = user.Id, code = code }, protocol: Request.Url.Scheme);

// await UserManager.SendEmailAsync(user.Id, "Reset Password", "Please reset your password by clicking <a href=\"" + callbackUrl + "\">here</a>");

// return RedirectToAction("ForgotPasswordConfirmation", "Account");

}

// If we got this far, something failed, redisplay form

return View(model);

}

//

// GET: /Account/ForgotPasswordConfirmation

[AllowAnonymous]

public ActionResult ForgotPasswordConfirmation()

{

return View();

}

//

// GET: /Account/ResetPassword

[AllowAnonymous]

public ActionResult ResetPassword(string code)

{

return code == null ? View("Error") : View();

}

//

// POST: /Account/ResetPassword

[HttpPost]

[AllowAnonymous]

[ValidateAntiForgeryToken]

public async Task<ActionResult> ResetPassword(ResetPasswordViewModel model)

{

if (!ModelState.IsValid)

{

return View(model);

}

var user = await UserManager.FindByNameAsync(model.Email);

if (user == null)

{

// Don't reveal that the user does not exist

return RedirectToAction("ResetPasswordConfirmation", "Account");

}

var result = await UserManager.ResetPasswordAsync(user.Id, model.Code, model.Password);

if (result.Succeeded)

{

return RedirectToAction("ResetPasswordConfirmation", "Account");

}

AddErrors(result);

return View();

}

//

// GET: /Account/ResetPasswordConfirmation

[AllowAnonymous]

public ActionResult ResetPasswordConfirmation()

{

return View();

}

//

// POST: /Account/ExternalLogin

[HttpPost]

[AllowAnonymous]

[ValidateAntiForgeryToken]

public ActionResult ExternalLogin(string provider, string returnUrl)

{

// Request a redirect to the external login provider

return new ChallengeResult(provider, Url.Action("ExternalLoginCallback", "Account", new { ReturnUrl = returnUrl }));

}

//

// GET: /Account/SendCode

[AllowAnonymous]

public async Task<ActionResult> SendCode(string returnUrl, bool rememberMe)

{

var userId = await SignInManager.GetVerifiedUserIdAsync();

if (userId == null)

{

return View("Error");

}

var userFactors = await UserManager.GetValidTwoFactorProvidersAsync(userId);

var factorOptions = userFactors.Select(purpose => new SelectListItem { Text = purpose, Value = purpose }).ToList();

return View(new SendCodeViewModel { Providers = factorOptions, ReturnUrl = returnUrl, RememberMe = rememberMe });

}

//

// POST: /Account/SendCode

[HttpPost]

[AllowAnonymous]

[ValidateAntiForgeryToken]

public async Task<ActionResult> SendCode(SendCodeViewModel model)

{

if (!ModelState.IsValid)

{

return View();

}

// Generate the token and send it

if (!await SignInManager.SendTwoFactorCodeAsync(model.SelectedProvider))

{

return View("Error");

}

return RedirectToAction("VerifyCode", new { Provider = model.SelectedProvider, ReturnUrl = model.ReturnUrl, RememberMe = model.RememberMe });

}

//

// GET: /Account/ExternalLoginCallback

[AllowAnonymous]

public async Task<ActionResult> ExternalLoginCallback(string returnUrl)

{

var loginInfo = await AuthenticationManager.GetExternalLoginInfoAsync();

if (loginInfo == null)

{

return RedirectToAction("Login");

}

// Sign in the user with this external login provider if the user already has a login

var result = await SignInManager.ExternalSignInAsync(loginInfo, isPersistent: false);

switch (result)

{

case SignInStatus.Success:

return RedirectToLocal(returnUrl);

case SignInStatus.LockedOut:

return View("Lockout");

case SignInStatus.RequiresVerification:

return RedirectToAction("SendCode", new { ReturnUrl = returnUrl, RememberMe = false });

case SignInStatus.Failure:

default:

// If the user does not have an account, then prompt the user to create an account

ViewBag.ReturnUrl = returnUrl;

ViewBag.LoginProvider = loginInfo.Login.LoginProvider;

return View("ExternalLoginConfirmation", new ExternalLoginConfirmationViewModel { Email = loginInfo.Email });

}

}

//

// POST: /Account/ExternalLoginConfirmation

[HttpPost]

[AllowAnonymous]

[ValidateAntiForgeryToken]

public async Task<ActionResult> ExternalLoginConfirmation(ExternalLoginConfirmationViewModel model, string returnUrl)

{

if (User.Identity.IsAuthenticated)

{

return RedirectToAction("Index", "Manage");

}

if (ModelState.IsValid)

{

// Get the information about the user from the external login provider

var info = await AuthenticationManager.GetExternalLoginInfoAsync();

if (info == null)

{

return View("ExternalLoginFailure");

}

var user = new ApplicationUser { UserName = model.Email, Email = model.Email };

var result = await UserManager.CreateAsync(user);

if (result.Succeeded)

{

result = await UserManager.AddLoginAsync(user.Id, info.Login);

if (result.Succeeded)

{

await SignInManager.SignInAsync(user, isPersistent: false, rememberBrowser: false);

return RedirectToLocal(returnUrl);

}

}

AddErrors(result);

}

ViewBag.ReturnUrl = returnUrl;

return View(model);

}

//

// POST: /Account/LogOff

[HttpPost]

[ValidateAntiForgeryToken]

public ActionResult LogOff()

{

AuthenticationManager.SignOut(DefaultAuthenticationTypes.ApplicationCookie);

return RedirectToAction("Index", "Home");

}

//

// GET: /Account/ExternalLoginFailure

[AllowAnonymous]

public ActionResult ExternalLoginFailure()

{

return View();

}

protected override void Dispose(bool disposing)

{

if (disposing)

{

if (\_userManager != null)

{

\_userManager.Dispose();

\_userManager = null;

}

if (\_signInManager != null)

{

\_signInManager.Dispose();

\_signInManager = null;

}

}

base.Dispose(disposing);

}

#region Helpers

// Used for XSRF protection when adding external logins

private const string XsrfKey = "XsrfId";

private IAuthenticationManager AuthenticationManager

{

get

{

return HttpContext.GetOwinContext().Authentication;

}

}

private void AddErrors(IdentityResult result)

{

foreach (var error in result.Errors)

{

ModelState.AddModelError("", error);

}

}

private ActionResult RedirectToLocal(string returnUrl)

{

if (Url.IsLocalUrl(returnUrl))

{

return Redirect(returnUrl);

}

return RedirectToAction("Index", "Home");

}

internal class ChallengeResult : HttpUnauthorizedResult

{

public ChallengeResult(string provider, string redirectUri)

: this(provider, redirectUri, null)

{

}

public ChallengeResult(string provider, string redirectUri, string userId)

{

LoginProvider = provider;

RedirectUri = redirectUri;

UserId = userId;

}

public string LoginProvider { get; set; }

public string RedirectUri { get; set; }

public string UserId { get; set; }

public override void ExecuteResult(ControllerContext context)

{

var properties = new AuthenticationProperties { RedirectUri = RedirectUri };

if (UserId != null)

{

properties.Dictionary[XsrfKey] = UserId;

}

context.HttpContext.GetOwinContext().Authentication.Challenge(properties, LoginProvider);

}

}

#endregion

}

}

ComputerController

using MVCDemo05Books.Models;

using System;

using System.Collections.Generic;

using System.Data.Entity;

using System.Linq;

using System.Net;

using System.Web;

using System.Web.Mvc;

namespace MVCDemo05Books.Controllers

{

public class ComputerController : Controller

{

// GET: Book

public ActionResult Index()

{

return RedirectToAction("List");

}

public ActionResult List()

{

using (var database = new ComputerDbContext())

{

var computers = database.Computers

.Include(a => a.Author)

.ToList();

return View(computers);

}

}

public ActionResult Details(int? id)

{

if (id == null)

{

return new HttpStatusCodeResult(HttpStatusCode.BadRequest);

}

using (var database = new ComputerDbContext())

{

var computer = database.Computers

.Where(a => a.Id == id)

.Include(a => a.Author)

.First();

return View(computer);

}

}

[Authorize]

public ActionResult Create()

{

return View();

}

[HttpPost]

[Authorize]

public ActionResult Create(Computer computer)

{

if (ModelState.IsValid)

{

using (var database = new ComputerDbContext())

{

var authorId = database.Users

.Where(u => u.UserName == this.User.Identity.Name)

.First()

.Id;

computer.AuthorId = authorId;

object p = database.Computers.Add(computer);

database.SaveChanges();

return RedirectToAction("Index");

}

}

return View(computer);

}

public ActionResult Delete(int? id)

{

if (id == null)

{

return new HttpStatusCodeResult(HttpStatusCode.BadRequest);

}

using (var database = new ComputerDbContext())

{

var computer = database.Computers

.Where(a => a.Id == id)

.Include(a => a.Author)

.First();

if (! IsUserAuthorizedToEdit(computer))

{

return new HttpStatusCodeResult(HttpStatusCode.Forbidden);

}

if (computer == null)

{

return HttpNotFound();

}

return View(computer);

}

}

[HttpPost]

[ActionName("Delete")]

public ActionResult DeleteConfirmed(int? id)

{

if (id == null)

{

return new HttpStatusCodeResult(HttpStatusCode.BadRequest);

}

using (var database = new ComputerDbContext())

{

var computer = database.Computers

.Where(a => a.Id == id)

.Include(a => a.Author)

.First();

if (computer == null)

{

return HttpNotFound();

}

database.Computers.Remove(computer);

database.SaveChanges();

return RedirectToAction("Index");

}

}

public ActionResult Edit(int? id)

{

if (id == null)

{

return new HttpStatusCodeResult(HttpStatusCode.BadRequest);

}

using (var database = new ComputerDbContext())

{

var computer = database.Computers

.Where(a => a.Id == id)

.First();

if(computer == null)

{

return HttpNotFound();

}

var model = new ComputerViewModel();

model.Id = computer.Id;

model.Name = computer.Name;

model.Brand = computer.Brand;

model.Description = computer.Description;

model.Price = computer.Price;

model.Warranty = computer.Warranty;

return View(model);

}

}

[HttpPost]

public ActionResult Edit(ComputerViewModel model)

{

if (ModelState.IsValid)

{

using (var database = new ComputerDbContext())

{

var computer = database.Computers

.FirstOrDefault(a => a.Id == model.Id);

computer.Id = model.Id;

computer.Name = model.Name;

computer.Brand = model.Brand;

computer.Description = model.Description;

computer.Price = model.Price;

computer.Warranty = model.Warranty;

database.Entry(computer).State = EntityState.Modified;

database.SaveChanges();

return RedirectToAction("Index");

}

}

return View(model);

}

private bool IsUserAuthorizedToEdit(Computer computer)

{

bool isAdmin = this.User.IsInRole("Admin");

bool isAuthor = computer.IsAuthor(this.User.Identity.Name);

return isAdmin || isAuthor;

}

}

}

HomeController

using System;

using System.Collections.Generic;

using System.Linq;

using System.Web;

using System.Web.Mvc;

namespace MVCDemo05Books.Controllers

{

public class HomeController : Controller

{

public ActionResult Index()

{

return RedirectToAction("List", "Computer");

}

}

}

ManageController

using System;

using System.Linq;

using System.Threading.Tasks;

using System.Web;

using System.Web.Mvc;

using Microsoft.AspNet.Identity;

using Microsoft.AspNet.Identity.Owin;

using Microsoft.Owin.Security;

using MVCDemo05Books.Models;

namespace MVCDemo05Books.Controllers

{

[Authorize]

public class ManageController : Controller

{

private ApplicationSignInManager \_signInManager;

private ApplicationUserManager \_userManager;

public ManageController()

{

}

public ManageController(ApplicationUserManager userManager, ApplicationSignInManager signInManager)

{

UserManager = userManager;

SignInManager = signInManager;

}

public ApplicationSignInManager SignInManager

{

get

{

return \_signInManager ?? HttpContext.GetOwinContext().Get<ApplicationSignInManager>();

}

private set

{

\_signInManager = value;

}

}

public ApplicationUserManager UserManager

{

get

{

return \_userManager ?? HttpContext.GetOwinContext().GetUserManager<ApplicationUserManager>();

}

private set

{

\_userManager = value;

}

}

//

// GET: /Manage/Index

public async Task<ActionResult> Index(ManageMessageId? message)

{

ViewBag.StatusMessage =

message == ManageMessageId.ChangePasswordSuccess ? "Your password has been changed."

: message == ManageMessageId.SetPasswordSuccess ? "Your password has been set."

: message == ManageMessageId.SetTwoFactorSuccess ? "Your two-factor authentication provider has been set."

: message == ManageMessageId.Error ? "An error has occurred."

: message == ManageMessageId.AddPhoneSuccess ? "Your phone number was added."

: message == ManageMessageId.RemovePhoneSuccess ? "Your phone number was removed."

: "";

var userId = User.Identity.GetUserId();

var model = new IndexViewModel

{

HasPassword = HasPassword(),

PhoneNumber = await UserManager.GetPhoneNumberAsync(userId),

TwoFactor = await UserManager.GetTwoFactorEnabledAsync(userId),

Logins = await UserManager.GetLoginsAsync(userId),

BrowserRemembered = await AuthenticationManager.TwoFactorBrowserRememberedAsync(userId)

};

return View(model);

}

//

// POST: /Manage/RemoveLogin

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<ActionResult> RemoveLogin(string loginProvider, string providerKey)

{

ManageMessageId? message;

var result = await UserManager.RemoveLoginAsync(User.Identity.GetUserId(), new UserLoginInfo(loginProvider, providerKey));

if (result.Succeeded)

{

var user = await UserManager.FindByIdAsync(User.Identity.GetUserId());

if (user != null)

{

await SignInManager.SignInAsync(user, isPersistent: false, rememberBrowser: false);

}

message = ManageMessageId.RemoveLoginSuccess;

}

else

{

message = ManageMessageId.Error;

}

return RedirectToAction("ManageLogins", new { Message = message });

}

//

// GET: /Manage/AddPhoneNumber

public ActionResult AddPhoneNumber()

{

return View();

}

//

// POST: /Manage/AddPhoneNumber

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<ActionResult> AddPhoneNumber(AddPhoneNumberViewModel model)

{

if (!ModelState.IsValid)

{

return View(model);

}

// Generate the token and send it

var code = await UserManager.GenerateChangePhoneNumberTokenAsync(User.Identity.GetUserId(), model.Number);

if (UserManager.SmsService != null)

{

var message = new IdentityMessage

{

Destination = model.Number,

Body = "Your security code is: " + code

};

await UserManager.SmsService.SendAsync(message);

}

return RedirectToAction("VerifyPhoneNumber", new { PhoneNumber = model.Number });

}

//

// POST: /Manage/EnableTwoFactorAuthentication

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<ActionResult> EnableTwoFactorAuthentication()

{

await UserManager.SetTwoFactorEnabledAsync(User.Identity.GetUserId(), true);

var user = await UserManager.FindByIdAsync(User.Identity.GetUserId());

if (user != null)

{

await SignInManager.SignInAsync(user, isPersistent: false, rememberBrowser: false);

}

return RedirectToAction("Index", "Manage");

}

//

// POST: /Manage/DisableTwoFactorAuthentication

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<ActionResult> DisableTwoFactorAuthentication()

{

await UserManager.SetTwoFactorEnabledAsync(User.Identity.GetUserId(), false);

var user = await UserManager.FindByIdAsync(User.Identity.GetUserId());

if (user != null)

{

await SignInManager.SignInAsync(user, isPersistent: false, rememberBrowser: false);

}

return RedirectToAction("Index", "Manage");

}

//

// GET: /Manage/VerifyPhoneNumber

public async Task<ActionResult> VerifyPhoneNumber(string phoneNumber)

{

var code = await UserManager.GenerateChangePhoneNumberTokenAsync(User.Identity.GetUserId(), phoneNumber);

// Send an SMS through the SMS provider to verify the phone number

return phoneNumber == null ? View("Error") : View(new VerifyPhoneNumberViewModel { PhoneNumber = phoneNumber });

}

//

// POST: /Manage/VerifyPhoneNumber

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<ActionResult> VerifyPhoneNumber(VerifyPhoneNumberViewModel model)

{

if (!ModelState.IsValid)

{

return View(model);

}

var result = await UserManager.ChangePhoneNumberAsync(User.Identity.GetUserId(), model.PhoneNumber, model.Code);

if (result.Succeeded)

{

var user = await UserManager.FindByIdAsync(User.Identity.GetUserId());

if (user != null)

{

await SignInManager.SignInAsync(user, isPersistent: false, rememberBrowser: false);

}

return RedirectToAction("Index", new { Message = ManageMessageId.AddPhoneSuccess });

}

// If we got this far, something failed, redisplay form

ModelState.AddModelError("", "Failed to verify phone");

return View(model);

}

//

// POST: /Manage/RemovePhoneNumber

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<ActionResult> RemovePhoneNumber()

{

var result = await UserManager.SetPhoneNumberAsync(User.Identity.GetUserId(), null);

if (!result.Succeeded)

{

return RedirectToAction("Index", new { Message = ManageMessageId.Error });

}

var user = await UserManager.FindByIdAsync(User.Identity.GetUserId());

if (user != null)

{

await SignInManager.SignInAsync(user, isPersistent: false, rememberBrowser: false);

}

return RedirectToAction("Index", new { Message = ManageMessageId.RemovePhoneSuccess });

}

//

// GET: /Manage/ChangePassword

public ActionResult ChangePassword()

{

return View();

}

//

// POST: /Manage/ChangePassword

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<ActionResult> ChangePassword(ChangePasswordViewModel model)

{

if (!ModelState.IsValid)

{

return View(model);

}

var result = await UserManager.ChangePasswordAsync(User.Identity.GetUserId(), model.OldPassword, model.NewPassword);

if (result.Succeeded)

{

var user = await UserManager.FindByIdAsync(User.Identity.GetUserId());

if (user != null)

{

await SignInManager.SignInAsync(user, isPersistent: false, rememberBrowser: false);

}

return RedirectToAction("Index", new { Message = ManageMessageId.ChangePasswordSuccess });

}

AddErrors(result);

return View(model);

}

//

// GET: /Manage/SetPassword

public ActionResult SetPassword()

{

return View();

}

//

// POST: /Manage/SetPassword

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<ActionResult> SetPassword(SetPasswordViewModel model)

{

if (ModelState.IsValid)

{

var result = await UserManager.AddPasswordAsync(User.Identity.GetUserId(), model.NewPassword);

if (result.Succeeded)

{

var user = await UserManager.FindByIdAsync(User.Identity.GetUserId());

if (user != null)

{

await SignInManager.SignInAsync(user, isPersistent: false, rememberBrowser: false);

}

return RedirectToAction("Index", new { Message = ManageMessageId.SetPasswordSuccess });

}

AddErrors(result);

}

// If we got this far, something failed, redisplay form

return View(model);

}

//

// GET: /Manage/ManageLogins

public async Task<ActionResult> ManageLogins(ManageMessageId? message)

{

ViewBag.StatusMessage =

message == ManageMessageId.RemoveLoginSuccess ? "The external login was removed."

: message == ManageMessageId.Error ? "An error has occurred."

: "";

var user = await UserManager.FindByIdAsync(User.Identity.GetUserId());

if (user == null)

{

return View("Error");

}

var userLogins = await UserManager.GetLoginsAsync(User.Identity.GetUserId());

var otherLogins = AuthenticationManager.GetExternalAuthenticationTypes().Where(auth => userLogins.All(ul => auth.AuthenticationType != ul.LoginProvider)).ToList();

ViewBag.ShowRemoveButton = user.PasswordHash != null || userLogins.Count > 1;

return View(new ManageLoginsViewModel

{

CurrentLogins = userLogins,

OtherLogins = otherLogins

});

}

//

// POST: /Manage/LinkLogin

[HttpPost]

[ValidateAntiForgeryToken]

public ActionResult LinkLogin(string provider)

{

// Request a redirect to the external login provider to link a login for the current user

return new AccountController.ChallengeResult(provider, Url.Action("LinkLoginCallback", "Manage"), User.Identity.GetUserId());

}

//

// GET: /Manage/LinkLoginCallback

public async Task<ActionResult> LinkLoginCallback()

{

var loginInfo = await AuthenticationManager.GetExternalLoginInfoAsync(XsrfKey, User.Identity.GetUserId());

if (loginInfo == null)

{

return RedirectToAction("ManageLogins", new { Message = ManageMessageId.Error });

}

var result = await UserManager.AddLoginAsync(User.Identity.GetUserId(), loginInfo.Login);

return result.Succeeded ? RedirectToAction("ManageLogins") : RedirectToAction("ManageLogins", new { Message = ManageMessageId.Error });

}

protected override void Dispose(bool disposing)

{

if (disposing && \_userManager != null)

{

\_userManager.Dispose();

\_userManager = null;

}

base.Dispose(disposing);

}

#region Helpers

// Used for XSRF protection when adding external logins

private const string XsrfKey = "XsrfId";

private IAuthenticationManager AuthenticationManager

{

get

{

return HttpContext.GetOwinContext().Authentication;

}

}

private void AddErrors(IdentityResult result)

{

foreach (var error in result.Errors)

{

ModelState.AddModelError("", error);

}

}

private bool HasPassword()

{

var user = UserManager.FindById(User.Identity.GetUserId());

if (user != null)

{

return user.PasswordHash != null;

}

return false;

}

private bool HasPhoneNumber()

{

var user = UserManager.FindById(User.Identity.GetUserId());

if (user != null)

{

return user.PhoneNumber != null;

}

return false;

}

public enum ManageMessageId

{

AddPhoneSuccess,

ChangePasswordSuccess,

SetTwoFactorSuccess,

SetPasswordSuccess,

RemoveLoginSuccess,

RemovePhoneSuccess,

Error

}

#endregion

}

}

Migrations

namespace MVCDemo05Books.Migrations

{

using System;

using System.Data.Entity;

using System.Data.Entity.Migrations;

using System.Linq;

public sealed class Configuration : DbMigrationsConfiguration<MVCDemo05Books.Models.ComputerDbContext>

{

public Configuration()

{

AutomaticMigrationsEnabled = true;

AutomaticMigrationDataLossAllowed = true;

}

protected override void Seed(MVCDemo05Books.Models.ComputerDbContext context)

{

// This method will be called after migrating to the latest version.

// You can use the DbSet<T>.AddOrUpdate() helper extension method

// to avoid creating duplicate seed data.

}

}

}

AccountViewModels

using System.Collections.Generic;

using System.ComponentModel.DataAnnotations;

namespace MVCDemo05Books.Models

{

public class ExternalLoginConfirmationViewModel

{

[Required]

[Display(Name = "Email")]

public string Email { get; set; }

}

public class ExternalLoginListViewModel

{

public string ReturnUrl { get; set; }

}

public class SendCodeViewModel

{

public string SelectedProvider { get; set; }

public ICollection<System.Web.Mvc.SelectListItem> Providers { get; set; }

public string ReturnUrl { get; set; }

public bool RememberMe { get; set; }

}

public class VerifyCodeViewModel

{

[Required]

public string Provider { get; set; }

[Required]

[Display(Name = "Code")]

public string Code { get; set; }

public string ReturnUrl { get; set; }

[Display(Name = "Remember this browser?")]

public bool RememberBrowser { get; set; }

public bool RememberMe { get; set; }

}

public class ForgotViewModel

{

[Required]

[Display(Name = "Email")]

public string Email { get; set; }

}

public class LoginViewModel

{

[Required]

[Display(Name = "Email")]

[EmailAddress]

public string Email { get; set; }

[Required]

[DataType(DataType.Password)]

[Display(Name = "Password")]

public string Password { get; set; }

[Display(Name = "Remember me?")]

public bool RememberMe { get; set; }

}

public class RegisterViewModel

{

[Required]

[StringLength(50)]

[Display(Name = "First Name")]

public string FirstName { get; set; }

[Required]

[StringLength(50)]

[Display(Name = "Last Name")]

public string LastName { get; set; }

[Required]

[StringLength(30)]

[Display(Name = "Phone")]

public string Phone { get; set; }

[Required]

[EmailAddress]

[Display(Name = "Email")]

public string Email { get; set; }

[Required]

[StringLength(100, ErrorMessage = "The {0} must be at least {2} characters long.", MinimumLength = 5)]

[DataType(DataType.Password)]

[Display(Name = "Password")]

public string Password { get; set; }

[DataType(DataType.Password)]

[Display(Name = "Confirm password")]

[Compare("Password", ErrorMessage = "The password and confirmation password do not match.")]

public string ConfirmPassword { get; set; }

}

public class ResetPasswordViewModel

{

[Required]

[EmailAddress]

[Display(Name = "Email")]

public string Email { get; set; }

[Required]

[StringLength(100, ErrorMessage = "The {0} must be at least {2} characters long.", MinimumLength = 5)]

[DataType(DataType.Password)]

[Display(Name = "Password")]

public string Password { get; set; }

[DataType(DataType.Password)]

[Display(Name = "Confirm password")]

[Compare("Password", ErrorMessage = "The password and confirmation password do not match.")]

public string ConfirmPassword { get; set; }

public string Code { get; set; }

}

public class ForgotPasswordViewModel

{

[Required]

[EmailAddress]

[Display(Name = "Email")]

public string Email { get; set; }

}

}

ApplicationUser

using Microsoft.AspNet.Identity;

using Microsoft.AspNet.Identity.EntityFramework;

using System;

using System.Collections.Generic;

using System.ComponentModel.DataAnnotations;

using System.Linq;

using System.Security.Claims;

using System.Threading.Tasks;

using System.Web;

namespace MVCDemo05Books.Models

{

public class ApplicationUser : IdentityUser

{

[Required]

[StringLength(50)]

public string FirstName { get; set; }

[Required]

[StringLength(50)]

public string LastName { get; set; }

[Required]

[StringLength(30)]

public string Phone { get; set; }

public async Task<ClaimsIdentity> GenerateUserIdentityAsync(UserManager<ApplicationUser> manager)

{

// Note the authenticationType must match the one defined in CookieAuthenticationOptions.AuthenticationType

var userIdentity = await manager.CreateIdentityAsync(this, DefaultAuthenticationTypes.ApplicationCookie);

// Add custom user claims here

return userIdentity;

}

}

}

Computer.cs

using System;

using System.Collections.Generic;

using System.ComponentModel.DataAnnotations;

using System.ComponentModel.DataAnnotations.Schema;

namespace MVCDemo05Books.Models

{

public class Computer

{

[Key]

public int Id { get; set; }

[Required]

public string Name { get; set; }

[Required]

public string Brand { get; set; }

[Required]

public string Description { get; set; }

[Required]

public string Price { get; set; }

[Required]

[DataType(DataType.Date)]

public string Warranty { get; set; }

[ForeignKey("Author")]

public string AuthorId { get; set; }

public virtual ApplicationUser Author { get; set; }

public bool IsAuthor(string name)

{

return this.Author.UserName.Equals(name);

}

}

}

ComputerDbContext

using System.Collections.Generic;

using System.Data.Entity;

using System.Security.Claims;

using System.Threading.Tasks;

using Microsoft.AspNet.Identity;

using Microsoft.AspNet.Identity.EntityFramework;

namespace MVCDemo05Books.Models

{

// You can add profile data for the user by adding more properties to your ApplicationUser class, please visit https://go.microsoft.com/fwlink/?LinkID=317594 to learn more.

public class ComputerDbContext : IdentityDbContext<ApplicationUser>

{

public ComputerDbContext()

: base("DefaultConnection", throwIfV1Schema: false)

{

}

public virtual IDbSet<Computer> Computers { get; set; }

public IEnumerable<object> Computer { get; internal set; }

public static ComputerDbContext Create()

{

return new ComputerDbContext();

}

}

}

ComputerViewModel

using System;

using System.Collections.Generic;

using System.ComponentModel.DataAnnotations;

using System.ComponentModel.DataAnnotations.Schema;

using System.Linq;

using System.Web;

namespace MVCDemo05Books.Models

{

public class ComputerViewModel

{

public int Id { get; set; }

[Required]

public string Name { get; set; }

[Required]

public string Brand { get; set; }

[Required]

public string Description { get; set; }

[Required]

public string Price { get; set; }

[Required]

[DataType(DataType.Date)]

public string Warranty { get; set; }

[ForeignKey("Author")]

public string AuthorId { get; set; }

}

}

ManageViewModels

using System.Collections.Generic;

using System.ComponentModel.DataAnnotations;

using Microsoft.AspNet.Identity;

using Microsoft.Owin.Security;

namespace MVCDemo05Books.Models

{

public class IndexViewModel

{

public bool HasPassword { get; set; }

public IList<UserLoginInfo> Logins { get; set; }

public string PhoneNumber { get; set; }

public bool TwoFactor { get; set; }

public bool BrowserRemembered { get; set; }

}

public class ManageLoginsViewModel

{

public IList<UserLoginInfo> CurrentLogins { get; set; }

public IList<AuthenticationDescription> OtherLogins { get; set; }

}

public class FactorViewModel

{

public string Purpose { get; set; }

}

public class SetPasswordViewModel

{

[Required]

[StringLength(100, ErrorMessage = "The {0} must be at least {2} characters long.", MinimumLength = 5)]

[DataType(DataType.Password)]

[Display(Name = "New password")]

public string NewPassword { get; set; }

[DataType(DataType.Password)]

[Display(Name = "Confirm new password")]

[Compare("NewPassword", ErrorMessage = "The new password and confirmation password do not match.")]

public string ConfirmPassword { get; set; }

}

public class ChangePasswordViewModel

{

[Required]

[DataType(DataType.Password)]

[Display(Name = "Current password")]

public string OldPassword { get; set; }

[Required]

[StringLength(100, ErrorMessage = "The {0} must be at least {2} characters long.", MinimumLength = 5)]

[DataType(DataType.Password)]

[Display(Name = "New password")]

public string NewPassword { get; set; }

[DataType(DataType.Password)]

[Display(Name = "Confirm new password")]

[Compare("NewPassword", ErrorMessage = "The new password and confirmation password do not match.")]

public string ConfirmPassword { get; set; }

}

public class AddPhoneNumberViewModel

{

[Required]

[Phone]

[Display(Name = "Phone Number")]

public string Number { get; set; }

}

public class VerifyPhoneNumberViewModel

{

[Required]

[Display(Name = "Code")]

public string Code { get; set; }

[Required]

[Phone]

[Display(Name = "Phone Number")]

public string PhoneNumber { get; set; }

}

public class ConfigureTwoFactorViewModel

{

public string SelectedProvider { get; set; }

public ICollection<System.Web.Mvc.SelectListItem> Providers { get; set; }

}

}

Views/Computer/Create.cshtml

@model MVCDemo05Books.Models.Computer

@{

ViewBag.Title = "Create";

}

<div class="container">

<div class="well">

<h2>Create Computer</h2>

@using (Html.BeginForm("Create", "Computer", FormMethod.Post, new { @class = "form-horizontal" }))

{

@Html.AntiForgeryToken()

@Html.ValidationSummary(" ", new { @class = "text-danger" })

<div class="form-group">

@Html.LabelFor(m => m.Name, new { @class = "control-label col-sm-4" })

<div class="col-sm-4">

@Html.TextBoxFor(m => m.Name, new { @class = "form-control" })

</div>

</div>

<div class="form-group">

@Html.LabelFor(m => m.Brand, new { @class = "control-label col-sm-4" })

<div class="col-sm-4">

@Html.TextBoxFor(m => m.Brand, new { @class = "form-control" })

</div>

</div>

<div class="form-group">

@Html.LabelFor(m => m.Description, new { @class = "control-label col-sm-4" })

<div class="col-sm-4">

@Html.TextBoxFor(m => m.Description, new { @class = "form-control" })

</div>

</div>

<div class="form-group">

@Html.LabelFor(m => m.Price, new { @class = "control-label col-sm-4" })

<div class="col-sm-4">

@Html.TextBoxFor(m => m.Price, new { @class = "form-control" })

</div>

</div>

<div class="form-group">

@Html.LabelFor(m => m.Warranty, new { @class = "control-label col-sm-4" })

<div class="col-sm-4">

@Html.TextBoxFor(m => m.Warranty, new { @class = "form-control" })

</div>

</div>

<div class="form-group">

<div class="col-sm-4 col-sm-offset-4">

@Html.ActionLink("Cancel", "Index", "Computer", null, new { @class = "btn btn-default" })

<input type="submit" value="Create" class="btn btn-success" />

</div>

</div>

}

</div>

</div>

Delete.cshtml

@model MVCDemo05Books.Models.Computer

@{

ViewBag.Title = "Delete";

}

<div class="container">

<div class="well">

<h2>Delete Computer</h2>

@using (Html.BeginForm("Delete", "Computer", FormMethod.Post, new { @class = "form-horizontal" }))

{

@Html.AntiForgeryToken()

<div class="form-group">

@Html.LabelFor(m => m.Name, new { @class = "control-label col-sm-4" })

<div class="col-sm-4">

@Html.TextBoxFor(m => m.Name, new { @class = "form-control", @readonly = "readonly" })

</div>

</div>

<div class="form-group">

@Html.LabelFor(m => m.Brand, new { @class = "control-label col-sm-4" })

<div class="col-sm-4">

@Html.TextBoxFor(m => m.Brand, new { @class = "form-control", @readonly = "readonly" })

</div>

</div>

<div class="form-group">

@Html.LabelFor(m => m.Description, new { @class = "control-label col-sm-4" })

<div class="col-sm-4">

@Html.TextBoxFor(m => m.Description, new { @class = "form-control", @readonly = "readonly" })

</div>

</div>

<div class="form-group">

@Html.LabelFor(m => m.Price, new { @class = "control-label col-sm-4" })

<div class="col-sm-4">

@Html.TextBoxFor(m => m.Price, new { @class = "form-control", @readonly = "readonly" })

</div>

</div>

<div class="form-group">

@Html.LabelFor(m => m.Warranty, new { @class = "control-label col-sm-4" })

<div class="col-sm-4">

@Html.TextBoxFor(m => m.Warranty, new { @class = "form-control", @readonly = "readonly" })

</div>

</div>

<div class="form-group">

<div class="col-sm-4 col-sm-offset-4">

@Html.ActionLink("Cancel", "Index", "Computer", null, new { @class = "btn btn-default" })

<input type="submit" value="Delete" class="btn btn-danger" />

</div>

</div>

}

</div>

</div>

Details.cshtml

@model MVCDemo05Books.Models.Computer

@{

ViewBag.Title = "Details";

}

<div class="container">

<book>

<header>

<h2>

@Model.Name

</h2>

</header>

<p>

Name: @Model.Name<br />

Brand: @Model.Brand<br />

Description: @Model.Description<br />

Price: @Model.Price<br />

Warranty: @Model.Warranty<hr />

@Model.Name

</p>

<small class="author">

--author @Model.Author.FirstName

</small>

<footer class="pull-right">

@if (User.IsInRole("Admin") || Model.IsAuthor(User.Identity.Name))

{

@Html.ActionLink("Edit", "Edit", "Computer", new { @id = Model.Id }, new { @class = "btn btn-success btn-xs" })

@Html.ActionLink("Delete", "Delete", "Computer", new { @id = Model.Id }, new { @class = "btn btn-danger btn-xs" })

}

@Html.ActionLink("Back", "Index", "Computer", null, new { @class = "btn btn-default btn-xs" })

</footer>

</book>

</div>

<hr />

Edit.cshtml

@model MVCDemo05Books.Models.ComputerViewModel

@{

ViewBag.Title = "Edit";

}

<div class="container">

<div class="well">

<h2>Edit Computer</h2>

@using (Html.BeginForm("Edit", "Computer", FormMethod.Post, new { @class = "form-horizontal" }))

{

@Html.AntiForgeryToken()

@Html.HiddenFor(m => m.Id)

@Html.HiddenFor(m => m.AuthorId)

<div class="form-group">

@Html.LabelFor(m => m.Name, new { @class = "control-label col-sm-4" })

<div class="col-sm-4">

@Html.TextBoxFor(m => m.Name, new { @class = "form-control" })

</div>

</div>

<div class="form-group">

@Html.LabelFor(m => m.Brand, new { @class = "control-label col-sm-4" })

<div class="col-sm-4">

@Html.TextBoxFor(m => m.Brand, new { @class = "form-control" })

</div>

</div>

<div class="form-group">

@Html.LabelFor(m => m.Description, new { @class = "control-label col-sm-4" })

<div class="col-sm-4">

@Html.TextBoxFor(m => m.Description, new { @class = "form-control" })

</div>

</div>

<div class="form-group">

@Html.LabelFor(m => m.Price, new { @class = "control-label col-sm-4" })

<div class="col-sm-4">

@Html.TextBoxFor(m => m.Price, new { @class = "form-control" })

</div>

</div>

<div class="form-group">

@Html.LabelFor(m => m.Warranty, new { @class = "control-label col-sm-4" })

<div class="col-sm-4">

@Html.TextBoxFor(m => m.Warranty, new { @class = "form-control" })

</div>

</div>

<div class="form-group">

<div class="col-sm-4 col-sm-offset-4">

@Html.ActionLink("Cancel", "Index", "Computer", null, new { @class = "btn btn-default" })

<input type="submit" value="Edit" class="btn btn-success" />

</div>

</div>

}

</div>

</div>

List.cshtml

@model List<MVCDemo05Books.Models.Computer>

@{

ViewBag.Title = "List";

}

<div class="container">

<div class="row">

@foreach (var computer in Model)

{

<div class="col-sm-6">

<book>

<header>

<h2>

@Html.ActionLink(computer.Name, "Details", "Computer", new { @id = computer.Id}, null)

</h2>

</header>

</book>

</div>

}

</div>

</div>

Shared/\_Layout.cshtml

<!DOCTYPE html>

<html>

<head>

<meta charset="utf-8" />

<meta name="viewport" content="width=device-width, initial-scale=1.0">

<title>@ViewBag.Title - Computers and components</title>

@Styles.Render("~/Content/css")

@Scripts.Render("~/bundles/modernizr")

</head>

<body>

<div class="navbar navbar-inverse navbar-fixed-top">

<div class="container">

<div class="navbar-header">

<button type="button" class="navbar-toggle" data-toggle="collapse" data-target=".navbar-collapse">

<span class="icon-bar"></span>

<span class="icon-bar"></span>

<span class="icon-bar"></span>

</button>

@Html.ActionLink("Computers and components", "Index", "Home", new { area = "" }, new { @class = "navbar-brand" })

</div>

<div class="navbar-collapse collapse">

<ul class="nav navbar-nav">

<li>@Html.ActionLink("Home", "Index", "Home")</li>

<li>@Html.ActionLink("About", "About", "Home")</li>

<li>@Html.ActionLink("Contact", "Contact", "Home")</li>

</ul>

@Html.Partial("\_LoginPartial")

</div>

</div>

</div>

<div class="container body-content">

@RenderBody()

<hr />

<footer>

<p>&copy; @DateTime.Now.Year - Computers and components</p>

</footer>

</div>

@Scripts.Render("~/bundles/jquery")

@Scripts.Render("~/bundles/bootstrap")

@RenderSection("scripts", required: false)

</body>

</html>

\_LoginPartial.cshtml

@using Microsoft.AspNet.Identity

@if (Request.IsAuthenticated)

{

using (Html.BeginForm("LogOff", "Account", FormMethod.Post, new { id = "logoutForm", @class = "navbar-right" }))

{

@Html.AntiForgeryToken()

<ul class="nav navbar-nav navbar-right">

<li>

@Html.ActionLink("Create Computer", "Create", "Computer")

</li>

<li>

@Html.ActionLink("Hello " + User.Identity.GetUserName() + "!", "Index", "Manage", routeValues: null, htmlAttributes: new { title = "Manage" })

</li>

<li><a href="javascript:document.getElementById('logoutForm').submit()">Log off</a></li>

</ul>

}

}

else

{

<ul class="nav navbar-nav navbar-right">

<li>@Html.ActionLink("Register", "Register", "Account", routeValues: null, htmlAttributes: new { id = "registerLink" })</li>

<li>@Html.ActionLink("Log in", "Login", "Account", routeValues: null, htmlAttributes: new { id = "loginLink" })</li>

</ul>

}

Error.cshtml

@model System.Web.Mvc.HandleErrorInfo

@{

ViewBag.Title = "Error";

}

<h1 class="text-danger">Error.</h1>

<h2 class="text-danger">An error occurred while processing your request.</h2>

Lockout.cshtml

@model System.Web.Mvc.HandleErrorInfo

@{

ViewBag.Title = "Locked Out";

}

<hgroup>

<h1 class="text-danger">Locked out.</h1>

<h2 class="text-danger">This account has been locked out, please try again later.</h2>

</hgroup>